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■ The "strings" might not be made up of English letters, but of numbers or other objects.
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$\square$ Complexity is $O(|H| \cdot|N|)$.
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■ Boyer-Moore: Worst-case $O(|H|+|N|)$, much better for normal text
■ Horspool: Simplified Boyer-Moore, worst case $O(|H| \cdot|N|)$
■ Rabin-Karp: $O(|H|+|N|+m|N|)$ for $m$ matches, except for pathological cases
■ Aho-Corasick: Generalized KMP that searches for multiple strings
For contests, Boyer-Moore and Horspool are not useful.
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■ Set $\mathrm{f}[0]=-1$
■ If $N[: i] . e n d s w i t h(N[: j])$, then $\mathrm{N}[: i-1]$.endswith ( $\mathrm{N}[: j-1]$ ). Thus $j$ is $f^{r}(i-1)+1$ for some repeat count $r$.
■ Only need to check that $\mathrm{N}[\mathrm{i}-1]==\mathrm{N}[j-1]$
■ Just try all values of $j$ until one fits or $j=-1$.
Exercise: prove that this takes only linear time.
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$$
\begin{aligned}
& \text { int } L=\text { N.size(); } \\
& \text { vector<int> fail(L + 1); } \\
& \text { fail[0] = -1; } \\
& \text { for (int } i=1 ; i<=L ; i++ \text { ) } \\
& \text { \{ } \\
& \text { int } f=\text { fail[i - 1]; } \\
& \text { while (f }>=0 \text { \&\& } N[f] \text { ! }=N[i-1]) \\
& \mathrm{f}=\mathrm{fail}[\mathrm{f}] ; \\
& \text { fail[i] }=f+1 \text {; } \\
& \text { \} }
\end{aligned}
$$
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```
int match = 0;
for (char c : H)
{
    while (match >= 0 && N[match] != c)
        match = fail[match];
        match++;
        if (match == int(N.size()))
        cout << "Found!\n";
    }
```
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■ Always $O(|H|+|N|)$ (no pathological cases)
■ Works with arbitrarily-large alphabet
■ Simple to implement
■ Requires $O(N)$ memory
■ Can stream in $H$

